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University Cyber AgenT (UniCAT) is a graphical social networking system that is created for the purpose of studying the behaviour of the local population. Agents that represent users think and behave like its users through the user preferences collected and stored in the system.

This project seeks to further the cause by re-engineering and adding native mobile support to one of its various modules, the event sharing module. The UniCAT event sharing module for the mobile platform allows users to create, share and discover events and happenings around them while on the go. Authorised users are able to create, update and report events. This enables the system to have an updated event list and details.

After studying the existing system, it has been noted by the author that the collection of user preferences can be improved upon. Besides questionnaire, there are other ways of collecting user preferences, whilst preserving user experience. Systems that are similar in nature are studied and compared. An interest system is implemented to record user interests. As such, all events are tagged with related interests and as users interact with the mobile application, their interests change, reflecting their current interests. Prototypes are made based on the solution and improved upon during different development phases.

In a nutshell, this project will enable the local population and visitors to get updated event details directly on their mobile devices whereas the UniCAT system can benefit from the increased collection of user data and event data.
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Chapter 1 : Introduction

1.1 Motivation and Problem Statement

In regards to the existing UniCAT system, it does not have a mobile client that allows users to create, share and discover information. Mobile devices like smartphones provide the benefits of portability and access to cellular data to users that a normal computer doesn’t. These benefits will allow users to stay connected at anytime, anywhere. According to a research, smartphones are the most common starting place for online activities such as searching for information whereas normal PC are often used for more complex activities such as planning a trip (Google 2012). This shows that users prefer to share and discover information on a mobile platform over a computer.

Also, there are currently no existing mobile applications that show all the local events and happenings. The existing systems either do not fully support Malaysia or obtain their contents from popular social networks and ticketing services, all of which only represent a small portion of the events happening around here. There is not a single location for users to find out about all the local events and happenings. This has caused many of them to miss out on events that they may be interested in.
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1.2 Project Scope

The scope of the project is the development of a mobile application module that studies user interest and allows the user to create, share and discover events in a mobile application.

1.3 Project Objectives

The objectives of the project is:

- to develop an information sharing module using mobile solution in order to allow user to create, share and discover local events.
- to adopt simple behaviour learning mechanisms in order to deliver better content to the user.

1.4 Proposed Approach

The proposed approach to tackle the problems stated is to build a mobile UniCAT client with the event module. The UniCAT event sharing module for the mobile platform allows users to create, share and discover events and happenings around them while on the go. Authorised users are able to create, update and report events. Event planners such as the clubs and societies of the university can easily post and promote their events through the module. This allows the system to have an updated and accurate event list and details. The module make use of an interest system to record user interests. All events are tagged with related interests and as users interact with the mobile application, the recorded interests will change, reflecting their current interests. User actions are also recorded using a user tracking system to enable the UniCAT system to find out about user preferences and behaviours.
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1.5 Background Information

University Cyber AgenT (UniCAT) is a graphical social networking system. It’s created for the purpose of studying the behaviour of population in Kampar (Shieh 2014, p4). In the system, user will be able to see avatars that represent users move and social around on a visualised map. These avatars, called agents, can think and behave like their users, so the users do not need to manually move them. The visualised map also contains POI like shopping centres, restaurants and school buildings that the agents can go to.

Social networking features such as file sharing, message system and friend management are integrated into UniCAT. Users can manage their profiles, connect with their friends and share information with each other within UniCAT. Information sharing is a big part of UniCAT as users can share and discover information about events, foods, studies and so on, directly in the system.

There is a variety of events happening in Kampar every week, whether they be major university events, society-organised themed events, promotional events or community festivals, these events can gather like-minded people and encourage face to face communication which make it possible to lead to great friendships and partnerships. In other words, life in Kampar can be colourful and exciting.
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1.6 Report Organisation

This report consists of 6 chapters in total. The first chapter introduces the project, the motivations for working on the project and also the project objectives. In the second chapter, five similar systems currently in the market is reviewed and compared with the proposed solution. Their functionalities and UI designs are examined.

Chapter 3 explains the system design in detail. Instructions to set up the system and database are in this chapter. Chapter 4 describes the methodology and tools used in the project in addition to the timeline of the project. Chapter 5 details the implementation and testings done on the project.

The final chapter concludes the project and explains on possible future improvements on the finished system.
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2.1 Review Description

The following analysis gathered existing systems that serve similar purposes or functionalities to this project and reviewed them based on their strength and weaknesses.

2.2 Review of Existing System

2.2.1 Eventbrite

Eventbrite is a free online ticketing service that lets event organisers create events and sell the event tickets easily (Eventbrite 2014). It has a mobile app that works for both iOS and Android platforms.

Figure 2.1: Screenshots of Eventbrite
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The Eventbrite mobile app allows users to create, promote and sell tickets to events such as concerts, festivals, classes, conferences, parties and more. Users can use the app to check the various statistics and information of their events, which include ticket sales, event attendance and attendees details.

In addition to organising events through the app, it also helps people to discover and share events that they fancy via various social networks. It gives recommendations of events to users. User can see what their friends are attending as shown in and also the events that are happening nearby. Users can easily access the details of any event and reserve the tickets to the event. There is no need for any physical ticket as the purchased ticket can be directly accessed through the app and used for event entry.

2.2.2 All Events in City

![Figure 2.2: Screenshots of All Events in City](image)
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The All Events in City app is the official companion app for the similarly named event portal that is free to use by everyone (Amitech Business Solutions 2014).

The app lets the users easily filter the types of events, the date and time, and also the location of the events with only the three buttons at the top of the app, as shown in Figure 2.2. Users can further filter the events shown by using keywords. However, it only supports ticketing for selected events. The app integrates with the map apps that are installed on the mobile system and shows the events on the map and also enables guided navigation to the venue.

Users can easily add events to their calendar with the Add to Calendar button, as shown in Figure 2.2. Events can be shared to Facebook, Twitter or via Email with the Share button on the right. Notifications can also be scheduled for upcoming events.

2.2.3 StumbleUpon

StumbleUpon is a free content discovery app that lets users discover and explore the contents that they’re interested in (StumbleUpon Inc 2014). It first asks the user to choose at least five interests from a list of popular interests. Then, the app will generate a mix of photos, videos, articles and more that matches the chosen interests. These contents are taken from around the web.

Figure 2.3: Content view of StumbleUpon
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The contents are presented one at a time and the user can navigate by simply swiping left and right. It has a slide preview feature that shows a small preview of the content before loading the actual content, as shown in Figure 2.3. User can then rate the contents presented to further enhance the recommendations. The rating system has two options, a thumbs-up and a thumbs-down symbol, similar to the rating options used by the video-sharing site, Youtube.

![Figure 2.3: Slide preview feature of the content](image)

**Figure 2.3: Slide preview feature of the content**

User can further add, refine or update the chosen interests in the settings. This time, the interests are categorised into a couple major categories, such as Computers, Arts/History, Hobbies, Sports, and Religion. According to the description, the total number of interests available to choose from are up to five hundreds. There’s a rather unique feature called StumbleDNA in StumbleUpon, it’s a representation of the user’s current taste. It’s visualised as a rainbow stripe with each colour representing an interest, as shown in Figure 2.4. The stripe changes as the user rate the contents and refine the interests. User can compare the stripe with other users to discover shared interests.

**Figure 2.4: StumbleDNA of StumbleUpon**

User can further add, refine or update the chosen interests in the settings. This time, the interests are categorised into a couple major categories, such as Computers, Arts/History, Hobbies, Sports, and Religion. According to the description, the total number of interests available to choose from are up to five hundreds. There’s a rather unique feature called StumbleDNA in StumbleUpon, it’s a representation of the user’s current taste. It’s visualised as a rainbow stripe with each colour representing an interest, as shown in Figure 2.4. The stripe changes as the user rate the contents and refine the interests. User can compare the stripe with other users to discover shared interests.

2.2.4 Vamos

Vamos is a minimalistic event discovery app that sourced its events listings from Eventbrite, Ticketmaster and public events from Facebook (Vamos & Friends UG 2014). It uses the users’ location data to determine the most relevant event to the
users. It also has Instagram integration that streams photos related to the event chosen. Users can follow their friends to know their plans and favourite venues. Also, users can directly obtain the guest lists and tickets to selected events through Vamos.

![Screenshot of Vamos](image)

**Figure 2.5:** Screenshots of Vamos

As shown in **Figure 2.5**, Vamos has a map view that shows events pinpointed on their respective locations, along with the details of the selected event.

The app has a limited settings panel that lets users show or hide their RSVPs to events on Facebook and toggle the notifications sent to friends using Vamos. Besides that, it contains a short list of interests that show or hide events according to the users’ choices. The list of interests are Arts and Culture, Family, Nightlife, Music, Networking, Food and Drink, Fashion, and Sport.
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2.2.5 Hangtime

Hangtime is a free event sharing app that is heavily integrated with Facebook (Hangtime 2014). The app immediately ask for access to user’s Facebook account on launch. Although the user can choose to opt out of the Facebook integration, the app will prompt for Facebook access from time to time and also limit the features of the app that required Facebook access. One of those features is Facebook event support.

Figure 2.6: Screenshots of Hangtime

Hangtime lets user see upcoming local events such as parties, concerts, festivals and sporting events that the user’s friends are interested in. User can see friends’ social plans in calendar form. The app will immediately notify the user through push notifications when there is any new event the user’s friends are going. In the event that no friends are going to any event, the app also lets the user discover events near the user. The events are categorised into several ‘Interests’, some of them are Art, Classical, Dance and Fashion. User can then share the events through Facebook.
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Besides that, user can create new events and invite friends to the events. They will receive push notifications of the event hosted by the user. Other users can share their photos to the events, be it promotional images or event photos.

2.3 Critical Remarks

2.3.1 System Comparison

Table 2.3.1: System Comparison table

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Eventbrite</th>
<th>All Events in City</th>
<th>StumbleUpon</th>
<th>Vamos</th>
<th>Hangtime</th>
<th>Mobile UniCAT</th>
</tr>
</thead>
<tbody>
<tr>
<td>Analyse past events</td>
<td>✔</td>
<td>✔</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Location-based contents</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
</tr>
<tr>
<td>Collect user interests</td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Rating system</td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
</tbody>
</table>

2.3.2 Criteria Explanation

Table 2.3.2: Criteria Explanation table

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Elaboration</th>
</tr>
</thead>
<tbody>
<tr>
<td>Analyse past events</td>
<td>The application display events based on events shared or attended by user in the past.</td>
</tr>
<tr>
<td>Location-based contents</td>
<td>The application uses location data of user device to display contents that are happening around the user or any user-chosen location.</td>
</tr>
<tr>
<td>Collect user interests</td>
<td>The application collects the user interests that are chosen by user.</td>
</tr>
<tr>
<td>Rating system</td>
<td>The application uses a rating system that lets user give ratings to the content displayed.</td>
</tr>
</tbody>
</table>
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2.3.3 Comparison Analysis

Eventbrite recommends events to its users based on the events they attended in the past and through their social connections with other users. According to statistics, only half of its users clicked into the recommended events (Ryan 2012). This shows that not all past events attended are favoured by the users as only half of them are intrigued by the recommendations. It does not have a rating system to refine the recommendations nor does it asks the users for their interests. The same goes for All Events in City, it displays events to its users based on locations of users, events attended by users in the past and their social connections.

StumbleUpon on the other hand, uses a different approach to recommend contents. It explicitly asked for the users’ interests and implemented a rating system to further refine the recommendations. The rating system lets the users rate the recommended contents to determine the level of interests of users to each interest. The interests level of users are then compared with their friends’ to give more relevant recommendations. It does not, however, support recommendations based on user location or any other location-based features.

Vamos supports recommendations based on users location or any location of their choice. It also allows users to choose their interests, nevertheless, the choices are a bit limited and not diverse enough, having only a total of eight interests to choose from.

Hangtime collects interests of users by providing a variety of interests for the users to choose from, in addition to supporting recommendations based on user location, a friends system and a basic rating system. Although it has a rating system in place, its function is limited to only using the ratings to perform basic filtering such as showing other similar events and hiding unwanted events.
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3.1 Requirement Specifications

3.1.1 Functional Requirement

1. User should be able to register and log in to the system.
2. User should be able to create events and add event details, the event details may include event name, event description, event images, date, time and venue.
3. User should be able to add event details to existing events.
4. User should be able to view the list of events happening in a particular location by clicking the location marker on the map.
5. User should be able to view events near his/her current location.
6. User should be able to flag an event detail that is fake or contain inaccuracy for review by administrator.
7. Administrator should be able to review flagged event details.
8. Administrator should be able to unflag or remove flagged event details.
9. User should be able to update his/her personal information.
10. User should be able to select and update his/her interests from a list of interests.

3.1.2 Non-functional Requirement

1. User data changes should synchronise with the server in real time.
2. All event data should be stored in the database and not hardcoded in the application source code.
3. All event images should be stored on the server and retrieved on demand.
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3.2 Design Specifications

3.2.1 Use-case Diagram

Figure 3.1: Use case diagram of the Event Sharing module of UniCAT
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3.2.2 System Flow

Figure 3.2: System flowchart of the Event Sharing module of UniCAT (Part 1)
Figure 3.3: System flowchart of the Event Sharing module of UniCAT (Part 2)
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3.2.3 Sequence Diagram

Server-Client Data Synchronisation

<table>
<thead>
<tr>
<th>User</th>
<th>UniCAT client</th>
<th>Local Storage (Mobile)</th>
<th>API</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Login</td>
<td>Check authentication</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Authentication result</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Authorise user</td>
<td>Request user data</td>
<td>Transfer user data</td>
<td></td>
</tr>
<tr>
<td>Request event info</td>
<td>Request event data</td>
<td>Transfer event data</td>
<td></td>
</tr>
<tr>
<td>Display event info</td>
<td>Store data into mobile</td>
<td>Retrieve data</td>
<td></td>
</tr>
<tr>
<td>Request event info</td>
<td>Retrieve data</td>
<td>Return data</td>
<td></td>
</tr>
<tr>
<td>Display event info</td>
<td>Update data</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 3.4: Sequence Diagram of Client-Server Data Synchronisation of UniCAT
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3.2.4 Database Design

Note that Figure 3.5 only includes database schema for the event sharing module and interest system, there are other tables related to UniCAT which have been omitted in the diagram above. Figure 3.4 depicts the server-client data synchronisation model employed by the event sharing module.

**Figure 3.5: Entity-Relationship Diagram for Event Sharing**
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3.3 User Interface Design

All UI designs adheres to the iOS HIG which is a requirement for iOS apps to be accepted in the App Store as stated in the App Store Review Guidelines (Apple, 2015)

3.3.1 Map Module

Due to limited screen estate available on mobile devices, the map will span across the full display, as illustrated in Figure 3.6 (a), to ease the navigation of the map. A navigation bar that allows access to the side menu is placed on top of the map, at the top of the display. Map annotations that label the venues are placed onto the map and the number of event that is happening at the venue is shown inside each annotation, alongside the name of the venue. User is able to pan and zoom into the map, and as the user interact with the map, the annotations show and hide to avoid overlapping and confusing the user. When the user tapped any of the annotation, they are sent to the Building Detail View, which is shown in Figure 3.6 (b).

In the Building Detail View, the parallax effect for the building photo at the top allows user to have a better look at the building, in order to get a better sense on how the
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venue look like, if they so choose. The view contains short description of the venue and user has easy access to future events, events currently happening there and also all the past events that have happened at the location. Numbers of events that will be held there or are currently on-going will be displayed beside the button, as shown in Figure 3.6 (b). User can return to the map either through the “Show on Map” option, or with the back button at top left.

The side menu can be accessed by tapping the button on the top left of the root views, it is a symbol that contains three horizontal lines, as shown in Figure 3.6 (a) and Figure 3.7 (a). The side menu contains 5 main rows, which are user information, map, event, feedback and login, respectively. User profile, user interests and other settings can be updated by tapping the “Gear” icon, located at the first row of the menu. The “Event” option will be explained in detail later. The “Map” option will navigate the user to the Map View (Figure 3.6 (a)) whereas “Feedback” will open a new email for the user to submit feedbacks regarding the application. The “Login” option will rotate between “Login” and “Log out” depending on the status of the user.

3.3.2 Event Module

Figure 3.7: Event Module UI
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In the Event List View, important information such as event title, start time and date, along with its location are displayed, as shown in Figure 3.7. Events are sorted according to time, with events currently happening at the top. To update the event list, users may use the pull to refresh gesture, invented and popularised by the Twitter app made by Loren Brichter (Patel, 2013), to fetch the latest event list. This gesture is widely used by popular mobile applications such as Facebook and Twitter, and is utilised by Apple in stock applications such as the Mail app.

There are a total of four options for the Event section in the side menu as illustrated in Figure 3.6 (c), which are: Favourite, All Event, Past Event and Add Event. The first three options will navigate the user to the Event List View (Figure 3.7 (a)) and filter the event accordingly. The “Add Event” option will call the Event Editor View (Figure 3.8), which will be explained later. “Favourite” will only be available when the user is registered and logged in and the “Add Event” option is only available for user that is authorised to create and update event. “Favourite” will display events favoured by the user.

The Event Detail View contains an attendance bar which doubles as the favourite system as well. There are three options available: Going, Maybe and Not Interested. When user selects “Going” or “Maybe”, this means that they’re interested in the event. For authorised users, the attendance bar will show the number of users that have clicked the 3 options. Many of the society organised events have their own Facebook page, therefore, there’s a Facebook bar that promotes the event’s Facebook page, that when tapped, user will be redirected to the event’s Facebook page. Aside from that, there’s an option to contact the event organiser for more information. User can call the organiser by tapping the phone row, the nickname of the organiser are displayed for the user’s information. The bottom toolbar contains two options. Users can get the interests of the event by tapping the “Heart” button on the left whereas the action button on the right allows the user, depending on whether they’re registered or not, to share and report events, as shown in Figure 3.7 (c). If the user is authorised to create and update events, the “Edit Event” will be shown here. The sub-events for events with sub-events are also accessible here.
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When creating or updating an event, the Event Editor View will be displayed, as illustrated in Figure 3.8. The user is given the option to include a cover photo to be displayed at the top of the event detail view and in the event list view, as shown in Figure 3.8 (A). The cover photo is optional however, and is designed to show a brief glimpse to the nature of the event at first glance. The basic details of the event: event name, description, venue, dates and time, contact details and event Facebook page, are to be filled into the event creation form. The “Next” key on the bottom right of the keyboard allows users to easily switch to the next field. Subtitle of the event (B) refers to the theme of the event, it can also be used for other purposes such as short description of the event or alternate name of the event. For event venue (C), user only need to key in the room number, for example, A001, and the system will know it’s in the Heritage Hall. If it’s a campus-wide event, user only has to put “UTAR” as the venue. If the event is a sub-event to a major event campaign, user can set it as so through the “Sub event to” option (D). A list of existing events will be shown to the user, as illustrated in Figure 3.9.
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3.1.2 Interest System

There are two views for displaying interests in the application, namely the Interest View and the Choose Interest View. The Interest View is used to show the interests of the user or the selected event. The Choose Interest View on the other hand allows the user to add or update the user or event interest. The interests are arranged in a grid view as shown in Figure 3.10. The interests are represented by icons to ease the understandings of each interest. This enable the user to skim through all available interests and select suitable ones within a short time. Selected interests are highlighted to signify the selection. To deselect any interest, just tap it again.
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3.4 Parse Core Setup

Figure 3.11: System Architecture Diagram

Figure 3.11 shows an overview of the system architecture and the relationship between each component. This project used Parse Core as its backend. Parse Core is the database component of Parse, a Mobile Backend as a service (MBaaS), a model of cloud computing, owned by Facebook, Inc (Cutler and Constine, 2013). The service handles and stores basic data types, which includes images and files in the cloud. It allows for custom server-side logic and scheduled recurring tasks using its SDKs.

First, a Parse app has to be created in the Parse web-based dashboard (http://www.parse.com/apps). After creating the Parse app, a set of application and client keys will be generated for the app. These keys allow applications to connect to the correct Parse app. In order for the mobile application to connect to Parse Core, the aforementioned keys have to be added to the project file. In the Xcode project, open the AppDelegate.swift file and add both the application and client keys with the line of code as below to the application:didFinishLaunchingWithOptions function, this will allow the mobile application to connect to the UniCAT Parse app.

```swift
Parse.setApplicationId("7UFsHzCG5NRgycDbxVDDU0RZHHk8l3jWVWcBZHM0B", clientKey: "WpQjPL4eKx7SVhb097Tr8uA3ZDqP6FS7z0RjyW3k")
```
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The keys in the box are working as of the writing of this report. However, please note that the keys can be reset in the Parse web-based dashboard by anyone with access to the Parse app. Therefore, it is advisable to get the latest keys from the Parse web-based dashboard to avoid any unexpected errors.

![Image of Parse Core Import Data Window]

**Figure 3.12:** Screenshot of Parse Core Import Data Window

The next step is to set up the classes in Parse Core. In the Parse web-based dashboard, select “Core” from the navigation bar. There’s an “Import” button that allows user to import existing classes and objects into Parse Core. Drag and drop the JSON files into the Import Data window, shown in Figure 3.12. There are a total of 8 JSON files needed to be imported: _User.json, Event.json, EventAttendance.json, EventView.json, Interest.json, EventInterest.json, UserInterest.json and InterestLevel.json. This will set up all the required classes and data for the event module of the mobile UniCAT system.
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4.1 Project Methodology

This project will adopt the Evolutionary Prototyping methodology as its software development methodology.

For mobile application, interface design is an important factor towards its usability due to its limited screen size. Therefore, user input is extremely important for this project. In this methodology, prototypes are repeatedly presented to users for feedbacks and suggestions. Also, well-understood requirements will be implemented first. Other requirements are added later on after they are fully understood.

Figure 4.1: Flow chart of the Evolutionary Prototyping methodology
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4.1.1 General Work Procedures

**Study on UniCAT system**
- Study and analyse the architecture of UniCAT.
- Understand the purpose of the system.
- Determine the problems of the existing system.

**Scope and objectives planning**
- Gathering requirements of the project.
- Determine the project scope.
- Setting objectives for the project.
- Setting project workflow and milestone

**Application analysis and Solution proposal**
- Analyse the requirements.
- Refer to similar systems to determine a better solution.

**Development phase 1 (API Implementation)**
- Setup the back-end server to respond to web request

**Development phase 2 (Event sharing module)**
- Develop a mobile UI skeleton
- Implement the event sharing services.
- Prepare room for Behaviour learning module.

**Development phase 3 (Behaviour learning module)**
- Implement the user tracking and interest system into the system

**User evaluation and testing**
- User evaluates the prototype and gives feedbacks.

**System deployment**
- Initiate the service on the server
- Publish the mobile UniCAT application to users.

*Figure 4.2: Work flow diagram of the Evolutionary Prototyping methodology*
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4.1.2 Work Procedure Elaboration

Before the planning stage, some research is performed on the existing UniCAT system which includes understanding its server-client architecture, the project background and contributions of previous developers. Problems in the UniCAT system are identified and the problem statement is constructed.

In the planning stage, the project scope is set based on the research and findings. The objectives and expected contribution are then derived from the project scope. Next, methods and project workflow are decided.

During the analysis and design stage, several existing systems that fit the project scope are reviewed. Strengths and limitations of said systems are recorded and analysed. The findings are then tabulated in a comparison table and with considerations of the findings and research done, a solution is proposed.

There are three phases in the development stage. The first phase is to setup the back-end server to respond to web requests. The application programming interface (API) is implemented. The second phase is to develop a mobile UI skeleton with room for the behaviour learning module. The event sharing services are implemented. The third phase is the development of the behaviour learning module, it includes the development of a simple algorithm that can collect user behaviours. Necessary modifications are made to ensure the contents are displayed correctly and able to work with the event sharing module.

A prototype is delivered to the user for evaluation and feedbacks at the end of every phase. If adjustments are needed, the prototype will be returned to the previous phase. This will go on until the end of the third development phase. In the system deployment stage, a mobile application is built and distributed to users via the App Store TestFlight distribution channel. Feedbacks from users are then collected for maintenance purposes.
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4.2 Tools Used

4.2.1 Software

Xcode IDE
A development software that is used to develop and debug the mobile application.

Parse Core
A mobile-backend-as-a-service used as the project’s back-end database.

SQLite 3
An open-source mobile-first database used as the project’s embedded database.

Sublime Text 3
A text and source code editor used for the web component of the project.

Omni Graffle
A diagramming program used to document and organise ideas, processes, and system.

Sketch
A vector drawing software used to design the user interface component of the project.

Affinity Designer
A design software used to enhance the graphical component of the project.

GitHub Desktop
A git software used for distributed revision control and source code management (SCM) of the project.

OS X v10.10 Yosemite
OS X is the operating system that will be used during the project.
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4.2 Hardware

Computer
System type: Laptop
Processor: 2.3 GHz Intel Core i5
Installed memory: 8 GB 1333 MHz DDR3

Smartphone
A 32 GB iPhone 5C running iOS version 8.0 is used to test the application functionality and actual performance.

4.3 Timeline
4.3.1 Gantt Chart

<table>
<thead>
<tr>
<th>ID</th>
<th>Task Name</th>
<th>Start</th>
<th>Finish</th>
<th>Duration</th>
<th>Q1 2015</th>
<th>Q2 2015</th>
<th>Q3 2015</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Jan</td>
<td>Feb</td>
<td>Mar</td>
</tr>
<tr>
<td>1</td>
<td>Study existing system</td>
<td>12-Jan-15</td>
<td>25-Jan-15</td>
<td>2w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>Planning</td>
<td>26-Jan-15</td>
<td>8-Feb-15</td>
<td>2w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>Requirement analysis</td>
<td>9-Feb-15</td>
<td>15-Feb-15</td>
<td>1w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>System design</td>
<td>16-Feb-15</td>
<td>1-Mar-15</td>
<td>2w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>System development</td>
<td>2-Mar-15</td>
<td>16-Aug-15</td>
<td>24w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>6</td>
<td>Phase 1</td>
<td>2-Mar-15</td>
<td>29-Mar-15</td>
<td>4w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>Phase 2</td>
<td>30-Mar-15</td>
<td>7-Jun-15</td>
<td>10w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8</td>
<td>Phase 3</td>
<td>7-Jun-15</td>
<td>16-Aug-15</td>
<td>10w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>9</td>
<td>System Deployment</td>
<td>17-Aug-15</td>
<td>13-Sep-15</td>
<td>4w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>Report 1</td>
<td>12-Jan-15</td>
<td>1-Mar-15</td>
<td>7w</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>11</td>
<td>Report 2</td>
<td>1-Jun-15</td>
<td>23-Aug-15</td>
<td>12w</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 4.3: Gantt Chart
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5.1 Implementation

5.1.1 Event Module

In the Event List View, important event information such as event title, start time and date, along with its location are wrapped inside the UIVisualEffectView component with Vibrancy applied. Vibrancy is an on-screen visual effect introduced by Apple alongside the frosted glass effect introduced in iOS 8 (Nystrom, 2014). Figure 5.1 illustrates two sets of label and button, one with no vibrancy and another with vibrancy enabled. This design allows the event information to blend with the event cover photos in the background, while making the content more vivid, grabbing the attention of the user. This also minimises the height of the row of events without sacrificing the amount of information displayed.

The event will signify that it’s happening now with the date showing “Now” if the event is currently happening, as shown in Figure 5.2 (c), where the campus-wide Anti-Polystyrene Campaign is on-going. The “Favourite” event list view, as shown in Figure 5.2 (b), included additional ribbons at the right side to signify the choice made by the user for the event, which are either “Going” or “Maybe”. The “Going” label will change to “Went” for events that have passed. Events with interests that matches the user interests will show up here with “Suggestion” ribbon.
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Figure 5.2: Screenshots of Event List View

The Event Detail View, as shown in Figure 5.3 (a), is implemented with the UITableViewController with self-sizing cells that was introduced in iOS 8. The self-sizing cells is introduced to support the dynamic type accessibility setting that allows for text in apps to enlarge dynamically to ease visually impaired users and those with special needs (Ng, 2014). This allowed the event description section to automatically scale according to the length of the description. The Attendance Bar (Figure 5.3 (b)) contains three options, which are “Going”, “Maybe” and “Not Interested”. When user selects “Going” or “Maybe”, this means that they’re interested in the event. The system will then record that the user is interested in the event, adding the event to the favourite list. Other options will be greyed out when the attendance is set, as shown in Figure 5.3 (c). The number of users that are attending, maybe attending or are not interested are shown to authorised users. With these information, the authorised users, which includes event planners, are able to estimate the number of people that will be attending the events.
In the event editor, for event venue, user only need to key in the room number, for example, with input of A001, the system will know that it’s in the Heritage Hall. If it’s a campus-wide event, user only has to put “UTAR” as the venue. This is made possible with the implementation of a building class that accepts input of room number and detects the building from it. Venue names are also accepted in addition to room number. In the event that the input venue is not a room number, the class will return the original input. When the Save button is tapped, the system validates the form by checking if the mandatory fields, which are the event name and event description are left blank. If any of the two fields are blank, a Warning alert will be shown, highlighting the blank fields, prompting the user to complete the form. If the validation returned no error, the event information are saved and a Success alert is shown before the event editor is dismissed.
Chapter 5: Implementation and Testing

5.1.2 Interest System

As shown in Figure 5.4, each interest is represented by an icon for easy visualisation and understanding of the interests. The UICollectionView component is used to display the various interests in a grid view. UICollectionView allows for multiple selections, which is required for the interest system.

The interest system is implemented for both events and users. Each event is tagged with relevant interests that describes the nature of the event. For example, a competitive marathon would be tagged with the “Sports” and “Competition” interests. These event interests can be added or updated through the “Heart” button at the bottom left of the Event Detail View, as shown in Figure 5.3. User interests are selected when the user first registered. These user selected interests are static at the beginning and can be updated through the user profile. As the user interact with the events by rating, favouriting and sharing them, the user interests are adjusted accordingly. Over time, the user interests becomes dynamic, reflecting the actions of the user, and their current interests. A research student is currently doing the research and development for the user behaviour learning and analysis for this project.
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The Attendance Bar, shown in Figure 5.3 (b, c), which doubles as the favourite system in the Event Detail View, allows the system to know whether the user is interested in the event or not. The system will record the user’s interests in the event by adjusting the user interests weightage accordingly, in addition to adding the event to the user’s favourite list.

5.1.3 Report Generation

![Sample Reports](image)

**Figure 5.5:** Screenshot of the Sample Reports web page

The UniCAT system compiles the user data from time to time, potentially it’ll be a big data and may need analysis. These reports are generated to display the collected user data and preferences. The graphs and charts of the sample reports are implemented using the Chart.js javascript library. The reports are then embedded into HTML documents as shown in Figure 5.5. The chart data are retrieved from Parse Core with its Javascript SDK. The report data are not generated in real time however, instead, the data are updated by scheduled server side scripts for Parse called cloud code which runs in Parse Cloud. This is to lessen the burden of the server due to large amount of data processing and also to improve the load time of the web-based report documents.
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5.1.4 Others

Figure 5.6: Screenshots of the Map Module

The map view is implemented using the JCTiledScrollView library, developed by Jesse Collis. The library is a set of classes that wrap the UIScrollView component and the CATiledLayer library to enable panning and zooming of the map at multiple zoom scales. The map itself is a portable document format (PDF) file which is loaded progressively by CATiledLayer to improve the loading speed. Map annotations are then programmatically placed onto the map to mark each building. The database is queried for the events for each building and the event count is shown inside the map annotations for each building, as shown in Figure 5.6 (a).

Building view is implemented with the ParallaxBlur library to achieve the parallax image effect. The library is developed by Software for Good. It wraps the UITableViewController component with a parallax header that is blurred dynamically with the FXBlurView library. The library allows for a fixed 60 pixels area, which displays the name of the building at the top of the display as the user scrolls through the building view, as shown in Figure 5.6 (c). This design allows the user to always has access to the name of the chosen building, as needs arise.
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To implement the slide-out side menu, the SWRevealViewController library is used. The library is developed by John Lluch. Several menu options will show and hide according to the user status. When the user is logged in as a normal user, “Favourites” will show up, as shown in Figure 5.7 (b). If the user is an authorised user, with the ability to add and update events, in addition to the previous options, “Add Event” will be shown (Figure 5.7 (c)). All the menu options are loaded dynamically, this allows for more fluid menu changes between user status. Also, as more modules are added to the system in the future, menu option additions to the menu will be a breeze.

For the user tracking system, user actions, which includes view, favourite, add, update and share event, are recorded into the system database in real time as the aforementioned actions are performed by the user. The record includes the user identification, event identification, the action type and the date and time for when the action is performed. There are many uses for this data, for example, this data can be used by system administrators to trace any culprit that has spread fake information in the system. Besides that, this data can be used for data analysis purposes.

Figure 5.7: Screenshots of the Side menu

(a) Not logged in   (b) Logged in   (c) Authorised user
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5.2 Black Box Testing

5.2.1 Event Module

Table 5.2.1: Event Module Test Case

<table>
<thead>
<tr>
<th>Case</th>
<th>Test Action</th>
<th>Test Result</th>
<th>Status</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Tap on Event option in side menu.</td>
<td>Event List View appeared.</td>
<td>Pass</td>
</tr>
<tr>
<td>2</td>
<td>Tap on one of the event in event list.</td>
<td>Event Detail View appeared, showing all the event information and description.</td>
<td>Pass</td>
</tr>
<tr>
<td>3</td>
<td>Tap on the event venue in event detail.</td>
<td>Building Detail View appeared, showing information on the event venue.</td>
<td>Pass</td>
</tr>
<tr>
<td>4</td>
<td>Tap on the contact bar in event detail.</td>
<td>A call alert showing the contact number appeared to confirm calling the number.</td>
<td>Pass</td>
</tr>
<tr>
<td>5</td>
<td>Tap on the Facebook bar in event detail.</td>
<td>The Safari web browser appeared and loaded the event Facebook page.</td>
<td>Pass</td>
</tr>
<tr>
<td>6</td>
<td>Tap on “Going” at the attendance bar in event detail.</td>
<td>The “Maybe” and “Not Interested” buttons greyed out.</td>
<td>Pass</td>
</tr>
<tr>
<td>7</td>
<td>After case 6, tap on “Maybe”.</td>
<td>The “Going” greyed out and “Maybe” return to blue colour.</td>
<td>Pass</td>
</tr>
<tr>
<td>8</td>
<td>After case 7, navigate back to event list and tap the same event.</td>
<td>The attendance bar shows the “Going” and “Not Interested” buttons as greyed out.</td>
<td>Pass</td>
</tr>
<tr>
<td>9</td>
<td>After case 8, tap on Favourite option in side menu.</td>
<td>The event showed up correctly and has a ribbon showing “Maybe”</td>
<td>Pass</td>
</tr>
</tbody>
</table>
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5.2.2 Event Editor

Table 5.2.2: Event Editor Test Case

<table>
<thead>
<tr>
<th>Case</th>
<th>Test Action</th>
<th>Test Result</th>
<th>Status</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Tap on Add Event option in side menu.</td>
<td>Event List View appeared, then the Event Editor pop out.</td>
<td>Pass</td>
</tr>
<tr>
<td>2</td>
<td>Select an end date and time that is before the start date and time</td>
<td>The end date date picker reverted back to a date and time that is after the start date</td>
<td>Pass</td>
</tr>
<tr>
<td>3</td>
<td>Select an end date and time that is after the start date and time</td>
<td>The selected end date shows correctly in the end date field.</td>
<td>Pass</td>
</tr>
<tr>
<td>4</td>
<td>Tap on Save button with all the input fields left blank</td>
<td>Warning alert is shown as mandatory field must be filled. The blank mandatory fields are highlighted in red.</td>
<td>Pass</td>
</tr>
<tr>
<td>5</td>
<td>Tap on Save button with mandatory input fields left blank</td>
<td>Warning alert is shown as mandatory field must be filled. The blank mandatory fields are highlighted in red.</td>
<td>Pass</td>
</tr>
<tr>
<td>6</td>
<td>Tap on Save button with optional input fields left blank</td>
<td>Success alert is shown as changes are saved successfully and the Event Editor closed.</td>
<td>Pass</td>
</tr>
<tr>
<td>7</td>
<td>Tap on Save button after filling all the input fields</td>
<td>Success alert is shown as changes are saved successfully and the Event Editor closed.</td>
<td>Pass</td>
</tr>
</tbody>
</table>
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6.1 Project Review

This project strives to provide easy access to updated information on local events to the students, visitors and locals in Kampar, Perak while on the go. The event sharing module of the UniCAT client for mobile, in the form of a mobile application, allows the target users to easily create, share and discover the events and happenings, directly on the device in the palm of their hands. With this, event planners can promote their events to the correct audience. Additionally, as authorised users are able to create, update and contribute to events information, this enables the system to have an updated event list and details. The final system successfully meets the project objective of developing an information sharing module using mobile solution which allows user to create, share and discover local events.

This project also marks the first time UniCAT entering the mobile platform, opening the way for more interactions between new users and its existing users alike, enabling them to access it at anytime, anywhere. And with more interactions and higher usage, UniCAT can better understand its users’ behaviours and interests. The implemented interest system and user tracking form the simple behaviour learning mechanisms for the system. The dynamic user interests allows the system to understand the user’s interests and deliver better content to the user.
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6.2 Impact, significance and contribution

UniCAT has taken its first step into the mobile platform. It now has a new way of collecting user behaviours without disrupting the user experience through user tracking and interest system. Local event information are usually scattered around various social networks, web portals, or spread through emails, this has made it hard for students, visitors and locals to search for events. By solving this problem, students, visitors and locals alike will be able to get up-to-date knowledge of the latest events and happenings around them with ease, and in one place. And as a plus, the UniCAT system will be populated with local events complete with details.

6.3 Future Work

The iOS platform is chosen as the initial deployment platform of the mobile UniCAT system due to the platform’s highly accessible development tools and stable environment. Thus, it is suitable for a project without any mobile precedent as reference which in turn requires quite an amount of prototyping efforts. With that said, studies have shown that the Android platform is the most widely used mobile platform in the world, dominating the market share of smartphone OS with an 82.8% share in 2015, with iOS only taking 13.9% (International Data Corporation, 2015). Therefore, with the system design finalised, the next step for UniCAT should be to develop a native Android version to cater to the larger user base.

Besides that, the area coverage of the system could be enlarged. The desktop client for UniCAT contained maps for Eastlake Kampar, the mobile client should implement support for other areas in Kampar, which include Westlake, Eastlake, New Town and Old Town Kampar, and possibly expand to other domains in the future. New maps that matches the aesthetics of the current UTAR map should be illustrated for these areas for consistency sake. With the addition of these new areas, it would appeal to more users as the system will not be limited to events organised in the university.
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Smartphones are the most common starting place for online activities

<table>
<thead>
<tr>
<th>Activity</th>
<th>Smartphone</th>
<th>PC</th>
<th>Tablet</th>
</tr>
</thead>
<tbody>
<tr>
<td>Searching for Info</td>
<td>65%</td>
<td>58%</td>
<td>60%</td>
</tr>
<tr>
<td>Browsing the Internet</td>
<td>63%</td>
<td>61%</td>
<td>4%</td>
</tr>
<tr>
<td>Shopping Online</td>
<td>65%</td>
<td>45%</td>
<td>5%</td>
</tr>
<tr>
<td>Planning a Trip</td>
<td>47%</td>
<td>3%</td>
<td>3%</td>
</tr>
<tr>
<td>Managing Finances</td>
<td>59%</td>
<td>3%</td>
<td>8%</td>
</tr>
<tr>
<td>Social Networking</td>
<td>66%</td>
<td>56%</td>
<td>8%</td>
</tr>
<tr>
<td>Watching an Online Video</td>
<td>56%</td>
<td>48%</td>
<td>4%</td>
</tr>
</tbody>
</table>

PCs are most often a starting point for more complex activities

<table>
<thead>
<tr>
<th>Activity</th>
<th>PC/laptop</th>
<th>Smartphone</th>
<th>Tablet</th>
</tr>
</thead>
<tbody>
<tr>
<td>Searching for Info</td>
<td>29%</td>
<td>31%</td>
<td>6%</td>
</tr>
<tr>
<td>Browsing the Internet</td>
<td>30%</td>
<td>29%</td>
<td>6%</td>
</tr>
<tr>
<td>Shopping Online</td>
<td>25%</td>
<td>25%</td>
<td>5%</td>
</tr>
<tr>
<td>Planning a Trip</td>
<td>38%</td>
<td>31%</td>
<td>7%</td>
</tr>
<tr>
<td>Managing Finances</td>
<td>34%</td>
<td>29%</td>
<td>6%</td>
</tr>
<tr>
<td>Social Networking</td>
<td>30%</td>
<td>27%</td>
<td>4%</td>
</tr>
<tr>
<td>Watching an Online Video</td>
<td>34%</td>
<td>24%</td>
<td>10%</td>
</tr>
</tbody>
</table>
Appendix

Tester Sign Up Page

Appendix A-2-1: Screenshot of the Tester Sign Up page

For the purpose of recruiting tester to test the system, provide feedbacks and contribute user data, a sign up page was made using HTML5 technologies at this link: http://gxlye.me/unicat/. The sign up page contained summary of this project, screenshots of the pre-released version of the mobile UniCAT application and a sign up form. The sign up form utilises the GetOnBoard service (http://getonboard.xyz) that allows the saving of beta tester data into a .csv file in Dropbox for importing into Apple’s TestFlight beta distribution system.

Appendix A-2-2: Appearance of the Share preview on Facebook

The webpage also contained standard open graph tags that are used by social networks such as Facebook and Twitter to identify the content for sharing purposes. URL previews are generated from the open graph tags.
Appendix

Promotional Poster

Appendix A-3-1: Promotional Poster for UniCAT Event Sharing
Appendix A-4-1: Screenshot for UniCAT Sample Reports page

The UniCAT Sample Reports page is accessible at http://gxlye.me/unicat/report/ as of the writing of this report.